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# Objective

There are many known limitations with ngRoute in AngularJS 1.x. The purpose of this doc is to summarize the issues with the current router, and plan the features, requirements, and overarching design for the router in Angular 2.0.

**Note:** Although the target for this is Angular 2.0, it might be possible to backport this new router to Angular 1.x.

# Background

The initial Angular router was designed to handle jst a few simple cases. As Angular grew, we've slowly added more features. whoever, the underlying design is ill-suited to be extended much further.

It's very easy for developers to write apps that ignore URLs and break the back button with Angular. Angular should make it easier for developers to create apps with deeplinking.

# Prior Art

In identifying who to improve the routing in Angular 2.0, the following routing solutions were investigated from both within the angular ecosystem and outside of it:

## ngRoute 1.x

Strengths:

* Simple API
* Easy to reason about who routes resolve
* Emits events

Weaknesses:

* Doesn't support nested nor sibling views
* "resolve" option in route config feels misplaced (this should be solved by di.js in 2.0)
* Uses hrefs to navigate
* [Can't instantiate a controller without a template (?)](https://github.com/angular/angular.js/issues/1838)

## [uiRouter](https://github.com/angular-ui/ui-router)

uiRouter is an alternative router for AngularJS v1.0. Instead of configuring a list of routes, you configure states. It's popular in the open source world, and solves a lot of the same problems we're aiming to solve in Angular 2.0's router.

The configuration API looks like this

myApp.config(function($stateProvider, $urlRouterProvider) {  
 // For any unmatched url, redirect to /state1  
   
 // Now set up the states  
 $stateProvider

States have a name and a URL. State names use [dot-delimited paths](https://github.com/angular-ui/ui-router/wiki/Nested-States-%26-Nested-Views#wiki-methods-for-nesting-states) to denote nesting ([or object based states](https://github.com/angular-ui/ui-router/wiki/Nested-States-%26-Nested-Views#wiki-object-based-states)).

Strengths:

* [Supports multiple views](https://github.com/angular-ui/ui-router/wiki/Multiple-Named-Views)
* Supports [nested states and views](https://github.com/angular-ui/ui-router/wiki/Nested-States-%26-Nested-Views), resolves and custom data that [waterfall down](https://github.com/angular-ui/ui-router/wiki/Nested-States-%26-Nested-Views#wiki-inherited-resolved-dependencies) the state hierarchy. $state.go() allows [relative](https://github.com/angular-ui/ui-router/wiki/Quick-Reference#wiki-examples-diagram) state transitioning, e.g. $state.go(‘^’) to go up one state.
* Supports url-less states
* [ui-sref](https://github.com/angular-ui/ui-router/wiki/Quick-Reference#wiki-ui-sref) replaces ng-href and uses state names instead of urls. Urls are compiled.
* [ui-sref-active](https://github.com/angular-ui/ui-router/wiki/Quick-Reference#wiki-ui-sref-active) adds class when on active route
* Attempts to offer a compatibility mode for ngRoute [(but dropping soon to reduce file size)](https://github.com/angular-ui/ui-router/issues/838)
* Emits change events
* [Abstract State](https://github.com/angular-ui/ui-router/wiki/Nested-States-%26-Nested-Views#wiki-abstract-states)s
* ui.router is divided into more single responsibility modules ($states (the largest), $urlRouter (for route matching), $view (for populating views)). In a perfect world we’d like to be able to use states with no urls at all, or views with no states at all, or urlMatching with no views… etc.
* Supports lazy state definition via $stateNotFound event
* Supports custom data in state config, for dev personal usage
* onEnter and onExit callbacks in state config, allows interesting things like having no url, template or controller, but just doing some logic or triggering an action from onEnter when the state is activated.
* Can register states across modules, even child states (it waits until the parent exists).
* Any state (even children) can have absolute URLs. URLs can be completely independent of state hierarchy.
* Accompanying filters: [isState](http://angular-ui.github.io/ui-router/site/#/api/ui.router.state.filter:isState), [includedByState](http://angular-ui.github.io/ui-router/site/#/api/ui.router.state.filter:includedByState).
* Parameter inheritance, when transitioning from one state to another if the states share params.
* Allows for default query parameters

Weaknesses:

* Conceptual overhead re: understanding your UI as a state machine
* Poor transition management means event handlers become case-specific dumping grounds
* View target has been a bit confusing:
  + Many don’t realize that by default templates populate into the unnamed parent view. Some developers think it always populates the top level view, like ngRoute. Docs solved this for the most part. Overall though I’m not sure I’d do it differently.
  + Explicit targeting of views is a bit complicated, e.g. “header@contact.detail” would be the header view in the contact.detail state’s template.
* $state contains a lot of internal… state, thus it is difficult to effectively extend via decorators
* Abstract states are conceptually confusing (both a pro and con :))
* Much micro-syntax

Wishlist/Roadmap Items:

* ~~We want parameter encoding/decoding from and to objects. So there’s be a service API to serialize the parameters to actual usable objects instead of just strings.~~ (Implemented in master now -NA)
* “Components”. Re-usable state tree branches that can be attached anywhere easily. Great for modals in various places, edit modes of pages, etc.
* Orthogonal view routing. Two views who have sub-trees of their own, whose states are automatically serialized to the url.
* Special $transition$ service that holds all info related to the currently active transition. Can inject into resolves and event handlers.

Typical User Stories:

* I want to trigger a modal on a state instead of populating a view
* I want to swho a modal for a state if its triggered internally but if coming to the state straight from a permalink I want to swho a page
* I want to authorize my users and limit state activation
* I want to be able to go back in state history easily
* I want to have default child states
* I want to change the url without reactivating the state
* I want to be able to go back to a state without reloading anything, retaining the content from when it was activated previously
* I want to be able to generate a menu automatically based on the routing information.
* I want to be able to swho/hide menu items based on the links/states that I am allowed to go to from the current state.

References:

* Presentation: <http://slid.es/timkindberg/ui-router#/>

## 

## [Ember.js](http://emberjs.com/guides/routing/)'s Router

Strengths:

* Very little boilerplate
* URL is a first-class citizen in the app
* Resources create CRUD routes:![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAtsAAAF5CAIAAADBLnGHAABgh0lEQVR42uy9iVdUyZ7ve/+JXm+9d99a5w7d567us7r7vXP7da8+t7vrnnOwSqq0Si2H0lNoOYEiyIyijM5Miog4MjghiIIoqCCOyKDMczIPyTzPIFV1zvtqWLuyMnNvEoQkyfzm+qzf2hkZGRE7InbEN/bw2/9pemyYEEIIIWRx+U+sAkIIIYRQkRBCCCGEUJEQQgghhIqEEEIIIYSKhBBCCCFUJIQQQgghVCSEEEIIoSIhhBBCCKEiIYQQQggVCSGEEEIIFQkhhBBCqEgIIYQQQmalSPq6OmprVKX88MMPP/zww4/ZfTDFD/Z2LQFF0tRQX1FR0aZWj42Ojo+PTyz8B7UzNT4+NjxMS0tLS0tLu3B2cmxssK+vv7e3srKyvbXZpBVJX1dHeXk5tMiEET9QJNOTkxOjo7S0tLS0tLQLZ99OTIyPjECXDPX3V1VVLfqZEiVFUqtSdXR0TBj3A0Xyw9u3qCZaWlpaWlraBbJT4+PfT01BjuDr2PBwX08PJn3TVSQQB6PGPUEiFMmfv/8e1URLS0tLS0u7oBZyBBvjIyOjQ0PvrlGYsiIxzr0jVCS0tLS0tLTGt9OTk9iYGB2dHBszdUUyYfQPFQktLS0tLa3R7A9v30KRTI2PU5FQkdDS0tLS0lKRUJHQ0tLS0tJSkVCRUJHQ0tLS0tJSkVCR0NLS0tLSUpFQkVCRGNG2t7Z67d+vHT45OdZc2Ftwe3qoe0Fzn+ysHWkqmnMKrc3NB7y8NEP8/fwaamsNTCE3O3uzjY2dnd3Y8DB7Ai0tLa2lKJLW1taXL18+ePBgcHDQCIqk4M0bKyura1euzEvbNNTVITVra+u1a9cePXKkrKRkDum8ePYsJTnZ1PpcUGDg/Xv3tMLrY76rj9miTjs21ds8L7kMlNzvzo7VDe98GtF8y23OKQceP552/75mSGZGRoC/v4EpQM3cvHGD4w4tLS2tBSkStVr9/Pnzurq61NRU4yiSsxERbq6uDg4O86hI0DajQ0NRly9v3759Dulcv3YtNCTEpPqcuqVl3bp12K9f9MLxoWKfX/84OTaPeXU8Od1821PPr9PT309OzjFNtRqFF258NL36bNy4sa6mxpAUHB0cnj99ynGHlpaW1oIUydjYGOzw8LDRFMmWzZtLiopWrFgx0NsrQiBQoAk2vf88zcwUMd3d3K5duSICMTnNqEiw3dvVhW2EiBndw9195cqVO3fuLMrPF/EPHjhQU10ttp2dnBCntrp629ata9euXbVq1TZ8tm5FUvh1sK/vUEDA6tWrbb799tmTJ1KOSDM7KwsFRvnDw8L0lgoRvA8e3LBhw9EjR/x8fW137myqr0d43I0bf9q0CX+0s7UtLixU2HfYh2lpyEsz5brL31aGfFLk9auqU3+sOvmH8dZ3Z4PqY7aMtJSIODXnvx7vqhcxe3OvVZ2yqjr5x77in8+ydOdcqwz9fYnf39ZErprobhpvKUE6ZUd+Wxrw9yLNHyZGEHOqt7n69PLqcOv29J9VGlKuu/RNid/fVZ3+bEj1UoTXR9l051ytCltWFfqHgdJUqbTpDx+i+XRrxtfHJ/nOHUP6ye5du7JevOC4Q0tLS2tx95EYTZGom5sx96M2PT08Hj14IMKxdLbfvbu5sTHj0aOvvvoKvyIcgbt370Z8REMgVtjKigT/upuUBA2BRkK4i4vL8WPHutrbb8bFIXB85N1cu3nz5vKSD/M3AvFf/Gt0aOhKTEzQiRPiRIv4dZ+nZ+Dx433d3fmvX0OvDA8MiHDohl27dkEuIOU3eXl69xF7gZJDHn3++ecQGVGXL1+6cEFcG2pvbZ2enMSEDakk8tK77wi/eOHCqdDQX/jpGxue7Kor9v5r6Ia3o4N/nn4XszL4P4brckWc0sP/ONpWie3KoH+vvbBurKOmN+8GtsWvg+UPIT76i5KRznDNy7HOWqSAdDrSQ5oTXD+k+eHsyNupoZ534RpXbWourGuK3zvR29r57GzpoX/4YXxI5I5wlKo79zq2pdJevnhR7zmn85GR4adPz9hPUHXW1tbdHR0cd2hpaWmpSBZKkSTeuuXn64vt+Lg46a4CzMpJd+6I7c02NqqqKqFI7iQmin9BSVSVlysoEptvv12zZs22rVvF2QgICATW19SIlsP0n5udrVeR6L1qA92Av0N24F+vXr50dnJ6kJoqKRIoDOV9hLY4dvQotv+0aVPLe6kRHBQkfkUfKikqevn8+YoVK0Tuevcd20jhSmysVspv+9uKvf9GM0ROkUCLIOTHqQnEnx7sxHZD7NbmO16GX7XRvI/k+5G+Iq9fjavLhF4p8fu7ocrHIndokXdqaXwUGU32tYn40IKx0dG6ad5KSPDx9lauPdT2ju3b5dQeLS0tLS0VyfwoEnc3t6NHjmRmZMRER3/55ZeTY2NiVpauYmDGEjM0Agt/utri6+MjqRO9iqSmurrgzZut3313NzkZ4dAln376qXS+wcHBIfXePcMVSXFBwfLly8NOnQoPCxP22ZMnkiJBRjMqkqATJ8T1qQ61+snjx9hlhF+7ehUhkBqnw8KgSITG0rvv2L586dLJX54jmZUiGW18I+IgcKKjGttVpz/rzU+cmyKZaK8qOvBf//x2SvyqilzVm3tdLndsR1++HBocrJtmZETEjOdIejo7oVbXr1+vdQ8NLS0tLS0VybwpkqH+/s8+++zI4cNYQ2NiXrVqVf7r12JWfpiWJuLs3LEDQkQokrSfzkzs3LlTxBTXPjBjtTQ26t5HUlJY+NVXXw309vb39CCwraVFxFm7du3L58810xkeGIBkkRRJ3I0bmjNoU0MD/t7e2qq7F1AkumdroFcS4uMb6+sVFAlyXLNmjbgS0dvVtWzZMkmR6O47th89eAD1NqMigc4YrH7+7r7R4T6IBgVFUnd5kzr1iD7lcaY50V1ZkUwPdhR5/Wqyu178Wnbkt+KuETlFghpwc3XVTROS625SkiG9xcbGZkblR0tLS0tFYoaKZGhoyAiKBHPz1q1bpZDAEycizpwRszLmqrHh4Yba2hUrVkyOjQlF4n3wILZrVSoESn4p9u/bB7nwNDNTV5GIO0+jo6J+nJ7e+t13V2Jjpycn3+TlWVtbQwTg15OhoeKay72UFOkeWIRDptjZ2krPhmBjx44dSEeEQFV0tbcrKJJ9np5ILTMjQ0GRQCdhL3o6O9GTrsTEIL6kSHT3HeGQUxBSWucJdBVJyx3Ptocn3t+1ehWiQUGR9GTHQEBMdqiEwpjsU4sUhlXPqk9b6z6/84unf6enK0N/3/H45PeTk8PVT1GGtwPtCoqks60Nhdd61gYHz4YNG+pra/msDS0tLS0Vif5PRkZG6k8fbC+cIjl+7NiZ06elEEzhm21sxKx8KCBg/fr1n332GWZr8SsCA/z9ReDVK1ekfykrEuiPVatWYYIvKSzEpPjNN99AjqTcvSt+LSkqgqTAvBgaHKx51QZz55HDh8UDL+JZG+iDHdu3i3tTEF9VVfWRigThMVFRKBJSCA4MRMEkRaK779LdGNL9K3KKZKTuVUXg78qP/3NzonvpoX9QUCR/fjvZfMer6OB/qzq1rPz4v4y1fdgjaJHGG3vKT/wr0hHP2nQ8DITUwB9L/H9TGfJJ403Hd2eVal6VHf2f+CMK0JV9ReGakXQfjHTnsnQmydfHx8DjDa18Kz6e4w4tLS0tfbYa1WcrZuWaqqqB3t7RoSEpHIFVFRXDAwND/f1zbrO2lhZdrxhI0FDvYb29kBQ/Tk/PV0/CDmruo9y+C9tYV2dvbz9zyhPj3w/3GFgG6I/xrvofp8bnUv7pt4b/t66mZo+9vWaIq4sLGtTAvB6np0Myurm6jo+McPShpaWlpSIxqiLRCheKxOz7lt59p33nAWVkpLOtbXquXtpoaWlpqUioSGZtExMSxH0emuG3ExOluzfM2Ordd1paWlpaWioSvmmPlpaWlpaWioSKhJaWlpaWlpaKhIqElpaWlpaWimTRFMncPJEYX5FkvO7rH5jS+2uDeqykZsjs+2Jrc/MBLy+t8JSs3qa2RXsm5WNzn5wcay7sLbg9PdS9oOWc7KwdaSqax5r39/NrqK01MIXc7OzNNjZ2dnaSZx1aWlpaKpJffBobG9PT0x+//5SUlJiUIrmf1XMt/Rez1H/srSioHtYb/2xyh8fZRrPvi4HHj6fdv68V/mub4qTn3fOYS3JGRUxSkYHxPzL3+pjv6mO2qNOOTfU2z0v5B0rud2fHKnuhnZeaz8zIkN7NNKOFmrl54wZHUlpaWioS2U97e3t/f79w2wpR0traajqK5HSi2utCs4GK5Mfp76cnzbwXdqjV69at0/KwshCKJDTqlduJR0ZQJD+MDxX7/FrXY+xH1ZLMm3r+PD39/VyfJdZb8/i6cePGupoaeqGlpaWlIpnn+0gKCgrmcJpkIRRJSc3QH92qfmtb9vfbS//oWontkeEJoUii0rqWuVX+0bUqNbtHxFd3jlt7Vlnvqz4Zr5ZS6OweczrT+E+7ypCIZrhe6+Hunp2V5ebqumLFivCwMIQM9vUdCghYvXq1zbffPnvyRMTs7eo6fuzY+vXr165dK73bFnOVu5vbypUrd+7YUVL04bwCFsTizcPYdnJyQhyxjZi52dmuLi7IKOzUKZFC6r17323ZghAHB4fujg653GHTHz5ECjNqglUON0/G5Pw/ay78v19fTEr/4NOlubV/tWP8f1l2+pPNMdkFH3ReR+fA7oDU33x17m9XnA28+BIhReXq//VtDL7+tfWZ//WnaGwPD43pjfnxiqTu8reVIZ8Uef2q6tQfq07+Yby1BOH1MVtGWj68DbHm/NfjXfUiZm/utapTVlUn/9hXfE9KoTvnWmXo70v8/rYmctVEd9N4SwnSKTvy29KAvxdpCi+0U73N1aeXV4dbt6f//D5FpFx36ZsSv7+rOv3ZkOrDHtVH2XTnXK0KW1YV+gfx7h7lmvf18Um+c8eQ/d29a1fWixccSWlpaalIZv6MjY1lZma2tLSYgiJ5Ozk1PvY2JF7tca4ZWgTb0jmS9f41dS0jNzO7sf2hbaa/7+8fP5nQpnnVBirE81zz6Mjk8Mjb7JIZvL5u2rRp165dD9PSutrb3+TlIWSfp2fg8eN93d35r19DfwwPDCAmVEhIcPDY8PDo0FDRT+8lhrw4dvQoxErc9evQECODgwjfbGNTWV4u0kdgc0OD2EZGmJnSUlMRPy8nByEvnz9H+pkZGVhwIy/xdkC9uSP88sWLmu8oluyTgoG2zp/fgPOPay4s236tpr4rIa3svy8/8/3UO5+zX+65ucv/fmfXUFhszt9YRwwNvosPbeF07OHI8Njw0HjW64b36/7JsdHJ4xdf7j32EFoE2x+uWejElMvdcIseO9lVV+z919ANb0cH/zz99nv5txnXXlg31lHTm3cD2+LXwfKHEB/9RclIZ7jm5VhnLVJAOh3pIc0Jrh/S/Mnb7NRQz7twjas2NRfWNcXvneht7Xx2tvTQP/wwPiRyRzhK1Z17HdtSaeVq/nxk5IxvMxZa1traWrxnkeMpLS0tFcnMwiI3N9ek7iPRe9UGWuTdG16mpv/m2+Kevkm5+0i8Lzc7hDX2D4wbkheEgngDnwhpb221srKCQMnNzn718qWzk5N4vwzmniOHD2t6tR/o7UXMmupqcQ5/5cqV2VlZyookJipKM/eDBw6cPnVKM0Qud/GmG+ncjIKFIrl4q0Bs//P6S0UVbb29Q3/1byElVW1Cc/yXZacfvXh3rWFfSMZO33v9fcMzXrWRi/mRVvdNPXKKBFrk3bW5qQnEnx7sfHcvc+zW5jtehl+10byP5PuRviKvX42ry4ReKfH7u6HKxyJ3aJF3aml8FBlN9rUp1/ythAQfb2/lfUQL7ti+XShdjqS0tLRUJDN86uvrnz59Ojw8bPqKpKDqw30k/7ijtLZlVE6RNLeN2J9q+LVN8de+qtzSgRkVScGbN1JIcUHB8uXLw06dCg8LE/bZkydCKxw+dAiLXcwxJYWF7+7KrK399NNPoUWkewXupaQoK5KiggLN3Hfu2JGZkaEZIpc7fo2+fDk0ONgQRZKV3yS2v/W8A3VSUdPxf/xH6NT4h7sorG2vxya9e+qkqaVnu3fK//2HUyt2xWXnNyooErmYRlMkuu8OrDr9WW9+4twUyUR7VdGB//rntx+e21JFrurNva7w7kC5mo+MiJjxHElPZ2d8XNz69eu13uRMS0tLS0Wi/WltbX38+PHAwICpPf175nbbPvk7W5UVyYdzGIMTQXHqT5wqNN9AmxAf31hfr6VINN/o29TQYGVlBf2ht1RD/f1Rly5t2bwZ25hsELOlqUn8unbtWnH3InRGYX4+QsaGhyFZNBWJ6pdvsfFwd7904cIv5n753DMePXJzdTVEkdxIKRHbn2yOeZ7X2N4x8Ff/FlLb+OFuj79dcTYl8+f39A70jxw59+KfN1z6+ZpXTLaLvjtbdWPqtagi7OZgX98cFAl0xmD183fncob7IBoUFEnd5U3q1CP6lMeZ5kR3ZUUyPdhR5PWrye568WvZkd+Ku0bkFIlczft4e99NSjKkP9vY2GiqXlpaWloqEu1PV1cX5Ajs+E8f01Ekzwr7P99fPTY6OQdFUlE//OP0u+2c8iErt59n332enpjvMzMyFBTJ24mJHTt2REdFiWcrOtRq8YadWpVKvAe4pKho+7Zt787tT05u3bo1Njoa4Xk5OdbW1iIm1tPi6kzqvXvITkGRJN+5s2XLFqGQoG/6e3rkcn83p7a1QfToPmujq0i+9UwaGR6rrOn8lVXY+Njk9OTUv26KDrz4EnXy+FXtf/79qbb2d9eeyqrbRS29Kmj+tz/9fFUiM7vu91uvjo38fM1LLqZ+DyV372Kv7yYnz0GRtNzxbHt44v1dq1chGhQUSU92DATEZIdKKIzJvg/3Lw+rnlWfttZ9fucXT/9OT1eG/r7j8cnvJyeHq5+iDG8H2hUUid6ax3CwYcOG+tpaPmtDS0tLRTIPiqSoqChV45OXl2c6igRaxPF047/uKf+dQ4X0rI2uIgmOa/vEqQJff7O15BPnyr3h7+67dDzd8E+7yj7fV/UH18q07N5ZKZJ39yjU1u7Yvn3NmjXbtm7FrAMZgfCjR46sX79+l50dVMiLZ89EzLKSEsxV33zzDeTI/ZQUkUJRfj7SxB9PhoZqXbXRUiToUqdPnfr000937tyJRFoaG+VyF/GPHT366MGDGRXJdu+U33x17v/85GTQpQ9PkeQWtfzdysh/WH0eciT2J18jtr73EO0PW69Ar9zL/DkXaBFbv/viaR3xrI1cTL02IT4elaz5lJDhimSk7lVF4O/Kj/9zc6J76aF/UFAkf3472XzHq+jgf6s6taz8+L+MtX0oFbRI44095Sf+FemIZ206HgZCauCPJf6/qQz5pPGmI2IO17wqO/o/8UcUoCv7isI1I7maxw76+vgY2J/379t3Kz6eIyktLS0ViSV6kR8cmmpt/6gr9wO9vR1qtTgv8mH9PTCAEO0ngyYmsIbWuksAPaa/p8fAvMZHRpCsVgq6ub97DramZo+9/YyKpOT93azDQ+O/LOdki7p/fPQXd/sODIy2tPYaVBsGx/Tz9d2yefO7G0jnVvMT498P9xgYH/pjvKv+x6nxueQ1/dbw/+rWvKuLS1VFhYF5PU5PhzZ1c3VFW3M8paWlpSLhe20swgpFsli5T09ObtiwIePRI7aFru6Ecp2eq5c2WlpaWioSKpIlZiNv5HV2DbEeaGlpaalIqEhoaWlpaWlpqUioSGhpaWlpaalIqEhoaWlpaWlpqUhm/RkfHx8cHJyDJxJTViQZr/v6B/Q/69GgHiupGTL9Ptfe2uq1f79WePKL7tbO8fnNSzdNfz+/htpaHvm0tLS0VCTGUySNjY2PHj3KzMzMyMgoKipaoorkflbPtfRuOe+uWlavd1fj2GdPntz7yWfJjDYoMPD+vXta4b+2Kb77snd+S6WbJnpDgL8/j3xaWlpaKhLjKZLBwcHR0VFsjIyMPH361ETe/Ts/b8CRUSQ/Tn8/Pbk45bx25cqp0FBDYqpbWtatW6f7JhTjKJK3ExMbN26sq6nhkU9LS0tLRbII95Hk5uZWVlYuLUVSUjP0R7eq39qW/f320j+6VmJb8u4alda1zK3yj65VqdkfPJWpO8etPaus91WfjP/Zy1ln95jTmcZ/2lWGRDTD9VoPd/fsrCw3V9cVK1aEh4UJL+/ubm4rV67cuWNHSdEHX6gHvLzqa2rEtpOTE+JUV1Zu27Zt7dq1q1at2rZ1K7ZHh95dOerr7j586NDq1attbGyePH4s5fUwLQ15zageNrgmxtwp/HebmN9tirr/tFqEd3UNbvdO+RvriP9v/aWk9Hfv9Flhf7O5tV8zneW219s7BhVUjq+PT/KdO5oh91JStm/b9jo3lyMCLS0tLRXJgiiS4eHh+vr6oqKi58+f9/f3Ly1F8nZyanzsbUi82uNcM7QItqVzJOv9a+paRm5mdmP7QytOf9/fP34yoU3zqg1UiOe55tGRyeGRt9kl/X+e6S3Bu3btglzoam8X75d3dXE5dvRob1dX3PXrEBYjg4N/1vfu37eoqdHRmOjo4KAgaBFsi189PTyCAgO7OzoK8/OhV8aGP5zXuXjhgt6zKY/f9HX2/Px2lX/ecHnlnpsNTb1X7xZjW4SvdUpwPPKgvb3/eV7j3644OzI8vtH9dlJ6pfSv1rb+//HFWbk0hT0fGan1VttrV69aWVk9zczkiEBLS0tLRbIgimRgYODNmzfiPhJxBcc8rtpAi7x7c8rU9N98W9zTNyl3H4n35WaHsMb+gXFD8oIiibp8WQoZ6O3FJF1TXS2udKxcuTI7K0uvItF71QayBn9Pf/gQ/8p59crJyUl6cwpUzpXY2BnLAxUCLYLtibGJ//z7Ux2dA1Abf/VvIfFpZQ+fqx69rP1id1zc/dKT0a98w5++nZhctv2aqr7r3pNqaBTllG8lJPh4e2uG1KlUaampHWo1RwRaWlpaKpIFv2pTUVFhPveRVBn0luDmthH7Uw2/tin+2leVWzowoyLRfKd8fW3tp59+Ci3y55/e73ovJcVwRVJaXLx8+fLwsLCwU6eEffHsmfj18qVLJw244wSKJLewSWz/+vOIqtrOnMLm/+t/n9wXnOERlC5sSmbVi9cNK+1vFpS2/MvGqAvxbw6ffQ6NopxyZESE1jkSWlpaWloqEiMpEpVKlZWVtRQVyZnbbfvk72xVViQfznYMTgTFqT9xqtB8LiYhPr6xvl5LkWi+Jbins9PKyqql6YMmWLt2rXjj/M4dOwrz8xEyNjwMySIpkhvXrmnqjNamJvy9q71dd48ePXjg7uZmiCLJK2rWVCR1jT1/9W8hrW2/uGtkeGjsvy8/ExKVBXXynVfymr0J0CjKKft4e99NStIMGervV1VVDfb1cUSgpaWlpSKZf0XS0dEhrtQMDg6+ePFiDg8Am4IieVbY//n+6rHRyTkokor64R+n323nlA9Zuf389vl9np6QC5kZGQqKZHpycuvWrbHR0T9OT+fl5FhbW0NeIDw0ODgmKgpxUu/dQyKSInmdm2tnZyc9QYNetWP7dvxdhKhbWnq7ukTMtpYW6BvdZ21mVCQ/vJ3+92+jT1zMEu/4bWju7eh8dwfrH7Zd/d2mqMnxqW/cEv/HF2eHBpVSRkffsGFDfW2tZnjK3bvYl7vJyRwRaGlpaalI5l+RlJSUPHjw4PHjx+np6QUFBUNDQ0tRkUCLOJ5u/Nc95b9zqJCetdFVJMFxbZ84VeDrb7aWfOJcuTf83XkCx9MN/7Sr7PN9VX9wrUzL7p2VIoEtKymBdPjmm28gR+7/5GukKD8fMTGpnwwN1bxqgz509MiRTe8/4lmbWpVqx44da9as2bZtG+LXqVRSysePHXuQmjpbRYLt0qr2f7eJgez43Z+i/37V+bLqDvy6PyQDWgS/hkRlQZ3M6DfF18dHKzwhPh4Vgp84ItDS0tJSkSzIVZvR0dH+/n4z89k6Kzs4NNXaPjr3530mJjrb2rTOZ6DH9Pf0GJhCb1dXd0eH1nvqG+vq7O3t51yqjs6BtvaBuXlecXVxqaqo0H0eeMvmzdjgiEBLS0tLRcL32tAumg0JDhZPErE2aGlpaalIqEhoaWlpaWmpSKhIqEhoaWlpaWmpSKhIaGlpaWlpqUioSKhIaGlpaWlpqUgsTJGcPXNm06ZN5yMjtcID/P1rVSr2SFpaWlpaKhLzVCS5ubmpqakmdY5E3dJiZWUl/HZI4U8zM/39/NgjaWlpaWmpSMxQkbS0tGRnZ5uaIoFdtmxZZ1ubVkts3Lixsa6O/ZKWlpaWlorE3DykvXjxor29PS0tzdQUyfLly9UtLVrh71658ktf5inJydu3b8/NzmZPpaWlpaWlIlmqigT/qqur6+7uNkFF4uzkJN6mqxkeefZsRHi4ZsjV2Fhdj++0tLS0tLRUJEtGkUCIvHjxQmyYoCJpb209FBCwbdu2ksJCKTzh5k2tt66oqqoepqXpnk2hpaWlpaWlIlkaiiQrK6u+vr63t7elpSU1NRUbY2NjpqNIToaE+Hh7N9bVab41JuLMGa1zJLS0tLS0tFQkS1uRvHr16un7T2ZmJhQJNgYGBkxHkaxevVpVVaUV7n3wYMrdu5oh/T09dSpVX3c3eyotLS0tLRXJ0n761zSv2ug+awM2bNjQVF+vGfNuUpKVlVXynTvsqbS0tLS0VCRUJPNs21tbdf2RvHj2zMfbWytmfFwcYj55/Jg9lZaWlpaWioQ+W+fTxkRFbdiw4fChQ1rhbq6uFTo5QqNs2bIFzcOeSktLS0tLRUJFMp+2r7t7sK/PwPjBgYG52dnsqbS0tLS0VCRUJOwltLS0tLS0VCRUJLS0tLS0tPNtu5rGG4rH6wpGTMfWFY5W5w2o3gxRkVCR0NLS0tJaip2enKQioSKhpaWlpaVdfEXS2zJJRWKGiuTsmTObNm06HxmpFR7g71+rUrH309LS0tKamiL5cXqaisQYikStVqdqfPr7+xf6HIm6pUXXy8jTzEx/Pz/2flpaWlpaE1QkJnU3iTkrEvGmPWNetdH1xPrD27cbN25srKtj76elpaWlNTVFYlJ3k1CRzKciWb58ue57en28ve8mJ2uGpCQnb9++PTc7m0cFLS0tLe3iKpKPvJukvXaitWJCCumon0IIFYm2Innw4EFaWlpGRkZlZaVxFImzk9O9lBSt8MizZ7Xe6Hs1NtbKyiozI4NHBS0tLS3t4iqSj7yb5C9/+Ut/21tsQ5dMjf3wl/efqfEfm8vGqEg+fAYGBrq7u4eGhhoaGh4+fIhtIyiS9tbWQwEB27ZtKykslMITbt709fHRjKmqqnqYlqZ7NoWWlpaWltb4iuRj7iaRFAkstqFLoEVECBWJnk9BQcEcUpiDIjkZEuLj7d1YVzcxOiqFR5w5o3WOhJaWlpaW1nQUycfcTaKlSKbGf+xVT2lex6Ei+cWnpKQkLy/PCIpk9erVqqoqrXDvgwdT7t7VDOnv6alTqfq6u3lU0NLS0tKahyLBNrTIX3768KrNz5/u7u6xsTGx8fjx45qamkV51gZs2LChqb5eM+bdpCQrK6vkO3d4VNDS0tLSmsdVG817XREIdUJF8uFTXFz84MGDjIyM1NTUwsLC8fHxhVYk7a2tuv5IXjx75uPtrRUzPi4OMZ88fsyjgpaWlpZ2id7ZCuUhrtQIRdJRPyW2qUj0fIaHh/v6+kZHR43w9G9MVNSGDRsOHzqkFe7m6lqhkw40ypYtW6bGx3lU0NLS0tIu0ad/xdUZSXm0VkxIV214Z+tiepHv6+4e7OszMH5wYGBudjaPB1paWlpaekijIuGb9mhpaWlp6UWeXuSpSGhpaWlpafnuXyoSKhJaWlpaWgtXJKajRahIqEhoaWlpaS3UmtT1GioSKhJaWlpaWgu1JqVFlpgimYNDESoSWlpaWlrapWJ/ePt2YnR0anycioSKhJaWlpaWlopkJkUyNDRERUJLS0tLS2veimRsZMSkFUltjaqjo2NqcpKKhJaWlpaW1iyf/cEGFMlAX19DXZ3pKpKBvp6Kioq3b9+Oj41NTk4a5woOFQktLS0tLa1x7NuJCWyMDg1VVVUND/SbriKZnhhrbWkuLy9Xt7YM9PX2dneNDA329XQvqIUiMUIutLS0tLS0FmuHBwcwpw8N9He2t7WpWzHzdrSppydGTViRjA3/8HZqeHiotkZVyg8//PDDDz/8mN0HUzwm+h/eTi6uHJlZkbw/UzL64w/f/4Uffvjhhx9++DG7D6b4RT87YrAiIYQQQgihIiGEEEIIFQkhhBBCCBUJIYQQQqhICCGEEEKoSAghhBBCRUIIIYQQQkVCCCGEECoSQgghhBAqEkIIIYRQkRBCCCGEUJEQQgghhIqEEEIIIYSKhBBCCCFUJIQQQgghVCSEEEIIoSIhhBBCCKEiIYQQQggVCSGEEEIIFQkhhBBCqEgIIYQQQqhICCGEEEJFQgghhBBCRUIIIYQQKhJCCCGEECoSQgghhFCREEIIIYSYpCKxtra20vdpa6yD7Wlr1Yo/NtCL8AZVlRHK/SYnq7TgjanV5ryUSkqks7VJbz2b3y4TQgghSoqkrale3VgHfA4e8HBzFdvgw0zZrj1TTo0MPnucPtTTaYRyHzkUEHkm3NRqc15KJSUiV8/mt8uEEEKIQVdtjh4+BFEifRUzZeajB9u2bv3iiy9cnJ0gUxA+Pti3c8eO1oZabN+5Fb9p40Zra+sd27e/ev5UV+vs3mWHuRbJhgQFImS4twsb32zYsGH9+hPHjg52dyCwp60VCfZ3tot/FebleLq7YWO/p8dXX3319Zo1tjt34utIX3dI0Im1X3+9bet316/EyGWhCdI/fvQI/rJmzerA48dEdrp/0ZsyqC4rxl6vWLHiyy+/PBzgj2gGlmrGmtFMRK6eDS+nXLgxG0Jul5HjqZBgHoGEEEI+VpFs/e6755kZea9eYpo55O+nedWmrDD/s88+w1RaW1l28dxZzKZizpZoqlUhAmY1rLDFFOXu6op0kNqbnCw7W1tHhz26JwlePs3ETIkN/MVpr+NBr/1P0h/iq9c+z30e7qUFb549Tsc8mhgfpzcLTZyd9mImzs16gV34bsvmY0cO6/2L3pSnRgaxjTgl+a9RYEzAmHENLNWMNaOZiFw9G1hOhXBjNoTcLru5uIhqJ4QQQj5KkWCaFF/vJd3GpK6pSDAhrVixQtwAgfn7WmxMl7pZayJETMxP4ismrU8//RSB0sIdc1h+7iu5iVDzYkFlSdHKlSulS0XI+k+bNr0dHdLKQhNkt2zZsvbmBvEVs6+v90HdUsml3N3WcjjAv7ddLcLx3zNhpwws1Yw1o3vVRreeDSynXLiRG8KQXSaEEELmrkikGV2anyRFMtjdgZX9V199henqwb274sy/7kRYV1UhviYn3tqy2UYzApbpCXHXDZkIU+4krl69KvD4MUGAny/+gj9qZaEJ/rJt63e64Vp/kUtZzKwFedk3rsb6+/pgCtdVJHL/nbFmdBWJbj0bWE6F8huzIQzZZUIIIWTuikR3ftJ81ma0vyfz0YMTx45ilvp6zRpp2a05EUqTE+a8nTt2aEZw2GN/JTpKK6MXTx7rToS3bt5Yt3bt+bMRmuAvWllocvP61V12tnKKRPqLXMqIgNLa7twZfenCk/SHmHp1FYncf2esGYU7W7UUyYzlVCiDMRvCkF0mhBBCFkSRVJYUvcnJkm6u3LRxY9TF87oToXQLBVL44osvpBP+mMCwpMZk39PW+u5h46Z6aerVnQizXzzDRDg1MijCUarUu0nSVRutuzQETzMeIf3xwT7xteh1rtc+T92/yKV8P/kOijE5PCDC/X19dBWJ3H9nrBnDFcmM5ZQLN3JDGLLLhBBCyIIokkep99avWyceuhnoarf59k9JtxIUJkKIgz9t2oQ1NDYmhvpPhgRtWL8e0yGmt5UrV8ZcvoQNpLZls400EQYeP4ZSYe5EfPwXkxziDPd2ITAsNEQ3C00QuPbrry9ERkBVdLQ0urm4xFy+qPsXuZSxL9g7cV7hdfZLa2trFNjAUs1YM5qJGKhI5PKSCzdyQ8jtMlK7nXCTRyAhhJAFVCSYk4JOHMdUjUXz559/HuDnq/usjZZcqK0s22Vn+/n7z47t26vLiqWbJJYvX47pEGvr5MRb0kSIhTuW78uWLcO2qrwEf8EfEeJ9wEsUTEGRgOI3eZhWv/jiC3HrQ19Hm96/6E25t11tu3Mn9m7Vqq883d1ioy5/+umnOS+fG1KqGWtGMxEDFYlcXgrhxmwIuV3etvW7fR7uPAIJIYTMQpHMDUw8WBljuWz4Xwa7O7CM1grEel3rfky99He2YTU/qxJCW2BlP4eU344OdbQ0Srum4MRMb6nmUDOGIFcDc6iZeW+IBdplQgghVCSEEEIIIVQkhBBCCKEiIYQQQgihIiGEEEIIFQkhhBBCCBUJIYQQQqhICCGEEEKoSAghhBBCRUIIIYQQQkVCCCGEECoSQgghhBAqEkIIIYRQkRBCCCGEUJEQQgghhIqEEEIIIYSKhBBCCCFUJIQQQgghVCSEEEIIoSIhhBBCCKEiIYQQQggVCSGEEEIIFQkhhBBCqEgIIYQQQqhICCGEEEJFQgghhBCyqIrkbWcbIYQQQsicoSIhhBBCCBUJIYQQQggVCSGEEEKoSAghhBBCqEgIIYQQQkVCCCGEEEJFQgghhBAqEkIIIYQQKhJCBIONddV5OX11KlYFIYSYuSLprVVZvf+0lpdIga6ODgiJj7482tJo9cvPF59/jl9Vr3MRTfq1vvCNZbaQcv3MjVcP05KuX22rKJttGa5fvCAFHvH1QQjSWbp1W/bqxc5tW6WKdXfaW/PGeLUqgBhC1rt27NDaJjxaP6ZfkYVAc7jQ/DxITFi4TA0cFsyjnyyyIrkZdUk6hkOOHr54OuzcqVBMDPi6etVX+KP0a13Bawsf4/TWz9zS3OfqghRy0h/Otgyff27dWFwgAg/7eC9pRfI4+c5nn3321Zdfhh49EhMZcdTX59NPP/1y5Uoc/8apVSoSHq0L16/IQoCBIuTIYYAGRaO4ODiIryUvny+6IjGPfmJCikTSHCPNDZgbEFKRk0VFolw/+Dqubr4Ufnrzt3/CbOq8Z0/xi2ciWlVutr3tzlPHj4mvGUm38TXxSsw+FxdMw/j7FptvTweeEAmeCQ760zffrF+79pifb399jVwZkC8aTleR4JjB8YBkra2tbbdve3bvLgKbiguRY+TJ0LjLFzduWP/txo0oAw5dh112K774wsvdrUtVKe2RcgHmnfbKMhRVqkMBeiPKgIlkxlq9fCb82oXzG9at27BuLbanOtRatSpFS75xbe2aNXdvXJdLUEGR6K0W3ZQ5T/BoJUZmx9bv0CipCTc1A/U2jYHDoHRcnw0N+Xr16u9sbG7FROtVJHoHW7PpJ6aoSKDyxHJ8rLWJikS5fqSrJ+jo6JTooxj+yl69QHjBs0yESwIiISYKX3FgBB0+tO7rr7HtZG9/5XwkfvJwdsJXHCHinOTunTsxxeotw+mgE7D34+M0FclwU4NYMYQePYL0P/vsM5Shr04lDiQcdcgORw62UTwcNnvsbMXBE3zkkEh/xgLMO68epiEjHK5yEZRrVQwHmFdEtbx58lirVkU0KcLtq7FyCSooEr3Vopsypwcerax5U1AkepvGwGFQdAD8hGXGfjdXxMfXlLjrWsOC3GBrNv3EhBQJ9KPNpk3frF+H7ZUrVuQ9Ttd7hFvsGKe3fmrz88TMOtzcgK8PEhPwFYOdwhindX4P6WD7kPdBEQ2aHV8xYestQ3dNFQ6YVV99BV0vKZKGwnyMs1D3IrLdju0IR+7iQMIxJhYBOCSEppEyxVFtYAHmHaw+xdGr99cZaxUfdXkpvh709MD21fPntGpVihYTGYHxoir3lVyCcopErlq0UhbzHOHRShZXkcg1jYHDoKRI2ivLpCXTdzY2WsOC3GBrNv3EhBTJpg0bsPL7evVqbEP6Yc6gItGsAb31IwY16WTvSHMDviKO4WMcBLU4Knz27QPiSBNXLnTLgPkPsh0b/ge8NK/aDDbWZSTdxr8wvIqY+U8/KBJxvIGAgwfwNf1OIrbRE6RTFIYUYN5BMTTLJsDeQXJhmp+xVsVIIRVet1ZFtA3r1op1iUKCcopErlq0UiY8Whf6YCGGKBK5pjFwGNTqAECcQUGP0jp1qnewNZt+YgxFMq5uFldSNVUFjliEpN2K19IcGGfF+nXFF1/wqo2uJtOqHwgCbEeEBIvIk+2ty5Yt+/xza6mLO+/Zozx3IgTb27ZswXJfQut+VU1FgizEuccN69YJRaIuL127Zo24zwslEb1fUiTSgSQUTObdJGzjL9KhaEgB5p3KnHcnLZYvXw4JIgVi5YFArCdmrNUZZw4RTToHo5CgnCKRqxatlAmP1iX9vJvZKBK5pjFwGBQdYL+bq5Tg+rVrEdJTU62Zgtxgazb9xEj+SGz+tEmcZ9a8VQefkpfP9d4LhqkCIY3FBVQkyvXzOjND9E7NiXbntq3YrsjJwja6tfgJSllrjBMn8e7Hx2me32spK36SktxUUiinSPC18NkT6bE39PIbly5ojrPitKThisSQAsw7mAzEwXzU1wfb4l7XDeveDQFxly8q1OqMikTUqlY0hQTlFIlcteiupQiPVtb8oisSuaaZlSLBMk8MRx1V5VCrELJaw4LcYGs2/cRIiiQxNkYcqA677Jz22EvbqH29mkOcQSnPfin9+vXq1ThcJRBusWOcZv1IM+vpwBM4PCCKsX3v5g1xsUycmjrm5xt69IgYFsUY53/AC9uOu3eh4w401EJ0Y6GGXn77auy3GzfiX+jBCopEOvcoFMnNqEtC3de8yb174zoOJHzF4GvgoWhIARaC3IxHon5Qme5Oe8U2ch9ublCoVQVFolmrWtEUEpRTJHLVQkXCo9X4BwuZUZHINc2sFAk+vvv3pd2KR3NLF/g0U5AbbM2mnxhJkeBQjImMEPcPi4/3Pk9xb6DeY1hcIUPN6nocEp+R97eGWewYJ9XPu6fLSgrFTTni5PC1C+elOwyunI8UXRZjorgkIca47PQH4oZtzMRifSYOMHzePU52/65cGSRFgrZDdxeKpKemWnIchL9jCShcBhl4KBpSgAWiNOsFshNVJO4xlLytyNWqgiLRrFVd3SCXoMKzNnqrhYqER+uiHCxkxmdt9DbNrBTJ7p07xV2o4vIxhIVWCnKDrdn0E6N6kYcugUyDuBu2GD1hNAYb61C34oyfJqhqhOveBYkQdHfNJzWwSkN3n1vuSA25dFZXfMwufEwBPoahpnr0SVSg4bWqUA9atfqRCS5itRBzPVrJgjK3ptFcaXTXVCm4D1EYbM2gn/C9NoQQQshiwnOfVCSEEELI4tNSVnw+7GRK3A0qEioSQgghhFCREEIIIYSKhIqEEEIIIVQkhBBCCCFUJIQQQgihIiGEEEIImTdF8sPEOCGEEELInKEiIYQQQggVCSGEEEIIFQkhhBBCLEuRvB0dGR8cGOnr1QKB02OjbAllpkaGxwb6h3t7jAwyRcOxVgl7EfsV25ejsZkokomhQV0tosnk8BBlhxwQbYs74qD5WKuEvYj9iu3L0XjJKxLIOmU5IuCZEjk9bgrDjZlpcxOpVUvD7Fd4Ft6v2L6s5yWgSPRerNF7+Yb6QxcTOf2LYrBWCXsR+xXbl/W8tBWJIXJEQP2hi+kMN6xVwl7EfsX2ZT1TkVCR/ExnS/Oj1Puz7cFFb17n5+TwGJjfkeXja3Wop7tBVd3e1LjoY1xJfv6dWwlAa4/kwtmLTLlfcabkaExFMjtFEnXpIqAime0xoCovs7W1nW0Pvn7lyqXz53kM6NZqSHCQrcYn7tpVo9Xqo9TUvY6Onh4ejg4OZ8+cmXM66BIxUZc/ci4pLchPTkw8FBBwNSbGkHD2IhPsV22NDSI7e3v74KDA1JS7/Z0dxuxXHI05Gi9JRdJSX+fg4NBUW0NFMttjAKvq3vY2HgPzVauoz8HurqATJ67FxmIDX41Tqy+fPnFxcakqLcU28i3Iy51z0+TnZLu7uc3LGjfq4kW9ykMunCOpSfUroUgqS0sgRApf50Hp3rp505j9iqMxR+MlqUiuREdfPH+eV21mewwE+Pn5+/rCagaej4xMu5cSFBiIGQ5rmi51qwhvrqsNDgx02rsXFnGkYwCHEGYXD3d3Z2dnhIv4PW1qjJ6vX70Sce4lJ+EnzWHUvEcWVBGGCWPWqp+vT0JcnN7zwJEREcgUkwGKJK1x9Zanobrax9t7n6fnrl27sAFSkpKkpBAtPS0V1tXVBQUrLypUSH+2ikTv/irka5kzlpH7laRIRPiZ02GnQkOV+9XF8+dePn0qth/evy9Kq9CvFNrd0tqXo7GZKBJ1Y4ODgwM6PRXJbI8B9NeywgKt84THjx7F2FGc/wZVesDL68WTzJ+OjbPhYWGtDfXPMx/v3r1bOgYwBp04dkxVXoaDBBHib9wQ4UgBUwgCi968dnV1baqtsZz7SHRnjgWtVSyaMdZnv3iuW5KzZ84cO3qktrICf9y/f1/y7USF8mCQ6utoz3uVhWkGG2Cgq1NKCrMRwlES/KW6rKyuqlIh/dkqErn9lcuXisQI/UpTkTTWqDApYnacsV9BPortxPj4iPDTyv1Kod0trX05GpuJIrl2JfZcRATvbJ2vK5c4BmKjo8T2lejoqEuXxJiCfozeLMIPBQSIY6C7TY2/306Ix3QIsPTBoIMJUhLjAf7+EOxvsrMt6s5WvTPHwtVqe1Mj4mPQ0SoG/oLR6tnjDPE17vo1P18fhfIon12HMjjk729g+rNSJMr7q5svFYlx+pVQJIiDQEheSA0RWblf6SoSuX6lXB7eR8LReOkpko7mJgcHByybqEjm8RiQ7veWxpQGVTWidba2iPDLFy6IY0D8HRPMtdhYCenUIlZCbq6u0OyW9qyN3plj4WoVIxRmiFfPtc+RqN/PKFjISveaODs7K5RnRkVy8/p1A9OflSJR3l/dfKlIjNOvhCLJefmiuqwM/zp44IC4y0G5XxmuSJTLQ0XC0XjpKZK4a9ciwsP59O/8HgO6Ywp6s9PevdIlfMQRxwAUIf6em/VS74SBWSckOOiAl1fGwwdUJAtaq1gn3biq/fwF0rezs5OUChZP3gcPzjhzFOTlurq66FUkd2/fNjB9qajRly/p3QXNcOX91c2XisQ4/Urzqg3SPOTvL6ShQruHhgRjLS62L5yLVO5XyuWhIuFovMQUSWdLs6ODA1qRimShjwFxX1tM1OX+zo7KkmJ7e3vpyiV6eXhYmLqhQdxXVfg6T4S/eJLp6eGBgwRZODk5VZQUW4IiQQ1gUYKFSGx0FDakO/4WulYxPex1dCzJzxcDljQqBQUGIh2UpKW+LsDPD2umGRUJIu/evVs8tjOjMpBLX5D3KgsLa13/KLrhcvtLRbKI/UrrztY32dkODg7iv3Ltnnw7EVkg30aVCvpjxn6l0O5UJByNl5giSYi7EXbyJD2kze0YSE256+Hu7urqimMAG9L1RbljAAOTu5ubs7MzYp4MCZGOAfT+0OBgrJkwx2BSFFc6ayrKoeJLC/JFnMePHu7z9MTxYLH+SIxQq+kP0vCrm6srRqiI8HAR2FBd7evjg3BMBiibdKZXQZGAlKQ7fr6+KJXm0556lYFc+gKMmFjTu7i4oEiaP+mG691fKpLF7VdaikScihOX2+TavUFVjTiY87wPHkSmM/YrhXa3qPblaLzkFQkUN2oZWo+KxGheIId6uptqa/T6QuhuU9dXVxn+MD1rdSFqFYk01qh0z0m0NtRrDkDzznylb8m9yJT71WzbHeHz0u5sX47GS0aRoNLlrtdQkSzQMUD/0CZeq3zvCfsV25fty3o2niIx8N2/E0OD1B+6mMjbJs3szcx89y97EfsV25ejsSUqkrejI4YokumxUeoPXaZGhk3hGEAjslYJexH7FduX9by0FQmYHB5SliOIQPEhx8TQ4OIeAGZ5+mrRa9XSsJCToBbbr9i+rOclo0je5zSq9/INAnl2ZEYgihflhCEyNWM9vli1ammYdy9iv2L7sp6XniIhhBBCCKEiIYQQQggVCSGEEEIIFQkhhBBCzF+R9LWrCSGEEELmDM+REEIIIYRXbQghhBBCqEgIIYQQQkVCCCGEEEJFQgghhBAqEkIIIYQQKhJi6UyNDPO9NnwfB/sV23dJtC/fa0NFQsyW8cEBagW+s5T9iu27tNqX7/6lIqEqN8P6pEQwPma/wrPwfsX2ZT1TkVCVU5XPGl6sWazT++Z9qFp4v2L7sp7NR5Fg3q0qK6X+MHFVjmZqaahf6rVKcbBYmPfRyvZl+7Kel4AiWbNmzW47O81zTeXFRVZWVppa715SUuDxY9LXtJQURLhx9aqFKxKTUuU97W2drS3N9XUcWeaLoZ7uBlV1e1PjopekJD//zq0EkJ+TY0g4R1IqErYv63lJKpLVq1evXLlSU17oKhL7XbtKCwukr4579uzz9NhsY/P9+JglKxITPAbMTJEEHj9ua2trZ2fn5bX/akxMVWnpnKtIVV4WE3XZ8PiPUlP3Ojp6eng4OjicPXPGaPnqpbQgPzkx8VBAACrBkHCOpCbYr9oaG2zff+zt7YODAlNT7vZ3dhizX3E0Zj0vDUUCObJq1arGGpVeRVJTUbF92zYpPlaNK1aswLGEvxS9zqMioSJZ0Jkj7vo1bKDXQRY4Ozv3tKnnVkX5Odnubm4GRn759ImLi4uYqAa7uwrycufcNLPKV5moixf1Kg+5cCoSk+pXQpFUlpZg8Cx8nQele+vmTWP2K47GrOeloUieZqRDlDju2TM9NqqrSMJCQxPjb0rxI8+cCTpxXIQfPXyYisSkVLm5KhJQUVIsBnRsd7Y0R0ZEQDRgsLh+5Yq01hzo6oyNjjrg5eW0d++hgICW+rp3s051tY+39z5Pz127dmEDpCQlKcQHfr4+CXFxuvUsl+/5yMi0eylBgYH4CW3XpW5VzhcgWnpaKqyrq4uHu3t5UaFC+rNVJL3tbQhBsphrUTZRHoV8LVaRGLNfSYpExDlzOuxUaKhyv7p4/tzLp0/F9sP79/GTcr4K7W5R7RsRHn7nVkKAn5+Tk9O5s2e7f5KbCz1uUJHMmyKZGhnesX27UB6aigR27dqvsUwUkSeHh9asWVNSkI9tHFrW1tbST1QkpqDKzViRJCcm2tnZibs6sK49dvRIbWVFcf6b/fv3Jd9OFHGepKcfPnQI485QT3dZYUFHc5O4HaSvoz3vVRZqFRsAA4pCfHRpjEHZL57r1rNcvsePHsXIhUCMYhinXjzJVM4XYDZCePyNG/hLdVlZXVWlQvqzVSSYyU4cOwZp21xXGx4WhlyU87VkRWK0fqWpSBprVJgXoWJn7FeQj2I7MT4+Ivy0cr4K7W5R7QuV4ObqWpCXiyoN8Pe/l5ykXM/z0r5UJPOpSLBRWliwYsUKdWODpiKBMNc8EfLscQbioCEFK1euhBSlIjEdVW5+igS7HB52yvvgQVSgGFmgGHbv3o2uKOJgavHz9RHbiODn64tqNFDn6Y2PyQkzB8YsrcgK+WLmQOuI7SvR0VGXLs2oL6EMDvn7G5j+rBQJ+h7KfzshHqIKoAuhAEhcLl/LVCTG71dCkSCyh7s7DnBIDdEoyv1KV5HI5avc7pamSC6dPy+201JSgoMCjdC+VCTzrEjAyeBgVxcXTUXi5OhY9Oa1FHmfp8emjRvtbHcKsG27cwcViemocvNTJFjqZT17VlVaih0Xger3IzuqVLrnw9nZWWx3qVtvXL0K/Ye2SIiLQwUqjyx64yMjjFyvnmufI1HIFzPHo9T7Bs4ckjK4ef26genPSpFgiYx0EHgtNlZCOoGvm69lKhLj9yuhSHJevqguK0PrHDxwoLe9bcZ+ZbgiUW53S1MkqSl3xTbmLweHPWjlhW5fKpL5VyRotrVrvw46cVwokgZV9XdbtkgxO1qaly1b1lRbI4VgpY6YFuuqhKrcmGfXJaDS7OzsJMWARSFWulpP7WIYwnjxPPOxFAix6OrqIveUr1Z8tCZGHMPzVZg55PKFMrh7+/as9guyI/ryJd2ktMKhVjHy5ma91Luzuvla+FUbo/Urzas2yOuQv7+Qhgr5hoYES2ubC+cilfuVcrtbmiKRbsXLePjgyOHDxhk3qEjmWZGAxw8fWL3/QJGcDQ+Pv3Fd+ik2KmqXna3W33fb2Z0MDqYioSo32swBggIDscZFnUATB/j5YS0owjHci3Vnf2fHAS8vrEc1KxDqUOs5T7n4GLb2OjqW5OeLgUwa5eXyVVAkevOVUwZy6QvyXmVhYa3rH0U3PCQ4COmoGxrE3Y6Fr/OoSBa9X2nd2fomO9vBwUG0kVy+ybcT0ZRIpFGlwrw4Y79SaHdLUyReXvsba1SdrS2oE4gP44wbVCTzr0iAp4c7FAnW9xvWr8fM91NpRjdt3KgpUASQ+V9++aXZuyimKjepmaOhutrXx8dp714MFhhxMO5IZ6EcHRx8vL0h6bCmlE7IC1KS7vj5+kIUSk9dKsRPf5CG9KH/7O3tI8LDlfNVUCR685VTBnLpCzD8Xb9yBa2PImn+pBuOOSk0OBh9D0oF0krzvhYqksXqV1qKRAwa4nKbXL4NqmrEcXJywrhx6fz5GfuVQrtbmiKJjIhAfQI/X5/WhnqjjRtUJAvlRR4iA4t7C/fKSlVuyk8wYaDRup8G9LSpMY5rPtWijEJ8DDRoUN1zEnrznUfmK/3uNnV9dZXoNvRXYTr9arbtLk2oH9nuFjUaZz56hKGyua7W+O1LRcI37VGV85lqQg9p7Fds358VCeuZisSiFQlV+bzAd/8uCuODA+Z9tFp4v7Ko9r0WG5ufm8N6piKxdEVCVf7xmMgblS0NzXdtmiUW3q/YvqxnKpJxqnKq8jkwMTRIiWBMUOGWcMBabL9i+7KeqUjMH6ryhQM7xcs3RgCVbParZ0vuV2xf1jMViQVBVU4IIcTsoSKhKufqhxBCCBUJIYQQQggVCSGEEEKoSAghhBBCqEgIIYQQYk6KpK9dTQghhBAyZ3iOhBBCCCG8akMIIYQQQkVCCCGEECoSQgghhBAqEmLZTI0M87029PzLfsX2XRLty/faUJEQs2V8cIBagW9HYr9i+y6t9uW7f6lIiBmucigR+AZp9iu271JsXzOuZyoSYonwYs1ind5nv2L7sn1Zz1QkhPwMxcFiwX7F9mX7sp6pSAgxxZFlqKe7QVXd3tS46CUpyc+/cysB5OfkGBLOkZSKhO3LeqYiIWQ+R5bA48dtbW3t7Oy8vPZfjYmpKi2d8zChKi+LibpsePxHqal7HR09PTwcHRzOnjljtHz1UlqQn5yYeCggAJVgSDhHUhPsV22NDbbvP/b29sFBgakpd/s7O4zZr6hIWM9UJIR81MwRd/0aNhpU1ZAFzs7OPW3quY0s+TnZ7m5uBkZ++fSJi4uLmKgGu7sK8nLnPKLNKl9loi5e1Ks85MKpSEyqXwlFUllaAiFS+DoPSvfWzZvG7FdUJKxnKhJC5mHmABUlxWJAx3ZnS3NkRAREAwaL61euSGvNga7O2OioA15eTnv3HgoIaKmvezfrVFf7eHvv8/TctWsXNkBKUpJCfODn65MQF6c71sjlez4yMu1eSlBgIH7CiqpL3aqcL0C09LRUWFdXFw939/KiQoX0Z6tIetvbEIJkMdeibKI8CvlarCIxZr+SFImIc+Z02KnQUOV+dfH8uZdPn4rth/fv4yflfBXa3aLaNyI8/M6thAA/Pycnp3Nnz3b/JDcXetygIpkfRWJqXoOWlrcZ+vKa31aTmzmSExPt7OzEXR1Y1x47eqS2sqI4/83+/fuSbyeKOE/S0w8fOoRxZ6inu6ywoKO5SdwO0tfRnvcqC8MQNgAGFIX4g91dGIOyXzzX3Ue5fI8fPYqRC4EYxTBOvXiSqZwvwGyE8PgbN/CX6rKyuqpKhfRnq0gwk504dkxVXtZcVxseFoZclPO1ZEVitH6lqUgaa1SYF6FiZ+xXkI9iOzE+PiL8tHK+Cu1uUe0LleDm6lqQl4sqDfD3v5ecpFzP89K+VCTzo0hM1mvQkvA2Q19e895qWjMHJvjwsFPeBw9iXBAjCxTD7t27nz3OEHEwtfj5+ohtRPDz9cVca+DZV73xMTlh5sCYpRVZIV/MHFgzie0r0dFRly7NeNYXyuCQv7+B6c9KkWBFiPLfToiHqAJY2KEASFwuX8tUJMbvV0KRILKHuzskL6SGaBTlfqWrSOTyVW53S1Mkl86fF9tpKSnBQYFGaF8qknlQJCbuNcjEz5TQl9dCtJrWzIGlXtazZ1WlpViOiED1+5EdCx3png9nZ2ex3aVuvXH1KlafWCElxMVhWaM8suiNj4wwcr16rn2ORCFfzByPUu8bOHNIyuDm9esGpj8rRYIlMtJB4LXYWAnpBL5uvpapSIzfr4QiyXn5orqsDK1z8MCB3va2GfuV4YpEud0tTZGkptwV20VvXjs47EErL3T7UpHMgyIx8csNJu5thhdrFqLV5M6uSwx0ddrZ2UmKAYtCrHS1ntrFMITx4nnmYymwIC/X1dVF7ilfrfgY0TDiGJ6vwswhly+Uwd3bt2e1X5Ad0Zcv6SalFd7R3ISRNzfrpd6d1c3Xwq/aGK1faV61QV6H/P2FNFTINzQkWLricOFcpHK/Um53S1Mk0gMyGQ8fHDl82DjjBhXJxyoSPkNPDwem1mozzhwgKDAQa1ysVFrq6wL8/LAWFOEY7sW6s7+z44CXF9ajmsua3bt3az3nKRcfw9ZeR8eS/HwxkEmjvFy+CopEb75yykAufUHeqywsrHX9o+iGhwQHIR11Q4O427HwdR4VyaL3K607W99kZzs4OIg2kss3+XYimhKJNKpUmBdn7FcK7W5pisTLa39jjaqztQV1AvFhnHGDioSKhIpEic6WZulqguFA+H+kx62Fnjkaqqt9fXyc9u7FYIERB+OOdG3Y0cHBx9vb3c0Na0rphLwgJemOn6+vs7Oz9NSlQvz0B2lI383V1d7ePiI8XDlfBUWiN185ZSCXvgDD3/UrV7AmQ5E0f9INx5wUGhyMFSGUCqSV5n0tVCSL1a+0FImYOMXlNrl8G1TViOPk5ITV/KXz52fsVwrtbmmKJDIiAvUJ/Hx9WhvqjTZuUJEsiCKJungR0NvMUvHJo5AUBsHZ/gvTm3Rf2OIqEmUw0Gjd5Q562tQYxzWfalFGIT4GGiyzdM9J6M13Hpmv9Lvb1PXVVWIxR38VptOvZtvu0oT6ke1uUYok89EjKPXmulrjty8VyTwrErSig4MDxmJ6m1kqPnkU/KAbPiEtOUVC6P2a/YrtK6dIWM9mokhio6Munj9HbzNLyCePXlAYf19fWM1Avb68hAwNDgxE4rCIIykSvT6XsD4IOnHi9atX0rNw+Enz1CXvF15yjA8OmPeMZeH9yqLa91psbH5uDuvZHBRJa0O9g4NDfXUVvc0sIZ88eoF6QEytqzZ6fXm9Vypnw8PC0PrPMx/v3r1bUiRyPpeQgqurCwKL3rx2dXVtqq2Zr1bjM9V80p7P6rN9l2j7mnE9L44igbrEmp7eZpaWTx7D7yPR68sLKgeqAtpCa1+UfS6hSNBeHu7ub7Kz57fVJoYGDd/H/s6ObnUrJBqZM3O4tLcUPThbbL9i+xqnfU25nj++/hdBkbQ3NTo47JF8yNDbzFLxyTMrRaLry6tBVY1o0p3nly9cEIpE2efSQFcnCnPi2LGF0JE4SAw5zd7Tpqae+BgwKM/q7sul7sHZ0voV29c47btU6vlj6n8RFEnctataD5jR24zp++QpfJ2XfDsRcsdARaL7nCrK6bR3r/TSNcQRikTZ59LVmJiQ4KADXl7Y30U5s8XrO7zuwH7F9mX7Gqf+ja1IMP04OjhUl5XpKhJ6mzFlnzw3b1yHbpDeIzoHRSLeRApFhcQrS4rt7e2lK1ByPpdePMn09PBAn0EWTk5OFSXF89hqzXW10Zcu8l5FMr8enNmv2L5s3znXv7EVSfyNG2EnT+oWlN5mTNwnj15Fkppy18Pd3dXVFT9hQ7rbQ06RQPEgZeSImCdDQiRFotfnUk1FOfaotCBfxHn86OE+T0/Nm20/smJLCwsc7O35PCeZ33Nv7FdsX7bvnOvfqIoEMyXmmIriIr2KhN5mTNwnz3w5L2mqrdHSRovia8tCRpaP942LxkKX0PXhZnxK8vPv3EoAWnskF84Zy5T7FRUJfW0vsiLpUrfqXq+ht5ml4pPHQkaWvo52zcf9tfyC29ra2tnZeXntvxoTo/semQXymRsSHGSr8Ym7dtVonugepabudXT09PBwdHA4e+bM4voILi3IT05MlNyizxjOfmWC/Ur4ucfH3t4+OCgwNeWu5D/JOP3K+O07j8z5ONL1kG6avrZN5d2/9DZj4j55zM8Xk9zIUl5c5LV/n3QHltbMId5U0qCqxvTs7Ozc85OTugX1mTvU0z3Y3RV04gQ6ADb0nmFaiBHk5dMnLi4uYoJEvgV5uabgIxgDq17lIRduIoqE/UpTkVSWlkCIFL7Og9LVfBOTEfqV8dt3HpnbcaTXQ7pp+to2hiIx8buOTdzbDO/ZXqBWUxhZrKysjh4+/P34mMK70ypKiqVXmhnHZ25wYCASN6ZvXD9fn4S4OL3ne/Xur97yKOwvQLT0tFRYV1cXFEw8iiWX/mwVid79Vch3oWcs9iv0K613AZ45HSbdnSa3vxfPn3v59KnYfnj/viitwv4qtPuitO+i+9rW8pA+bMK+to2hSGbrVWYpPqG+oJhs7S3pVsPIYm1tvdnGRotvNmywev/BGKEwcyQnJtrZ2Ym7K4zjM1d35lhQ37hYNGPsy37xXLf+5fZXb3kU9nf4/VuCEY6S4C/VZWV1VZUK6c9Wkcjtr1y+8zVjsV8p9CtNRYJVOyY/zIIz9ivdO+UV9leh3RelfRfX17auh/RhE/a1bSRFYrhXmaXoxc8ImFrtmUGrjfb3YT2qS1pKCoYVm2+/7VardWcOHKjhYae8Dx7EuCBGFqP5zNU7cyycb1xMioiPwUWrGAr7q7c8ymeboQwO+fsbmP6sFIny/urmO18zFvuVcr8SigRxEAjJC6khIiv3K73P7undX+XyLEr7Lq6vbV0P6cMm7GvbeIqEkCVBeXERljvtzU16r/djKZD17FlVaal0HtJoPnP1zhwL5xsXO4gRU/K8J6Gwv3rLM6MiuXn9uoHpz0qRKO+vbr4LfZ87+5WmIsl5+aK6rAz/OnjggLibQblfGa5IlMuzKO27iL629XpIN2Vf21QkhGh7QGqqrZF7JkI6uy5hNM/CemeOBfWNi5EUI53h+6swc8jtL5TB3du3Z1WfKGr05Ut6d0EzXHl/dfNd6BmL/UrrzlaR5iF/fyENFfY3NCRYutJx4Vykcr9SLs+itO8i+trW6yHdlH1tU5EQYujT13pnDiP4zEUg4mPBERsdhQ3pDriF9o2L4XKvo2NJfr4YmKTRR25/FRSJ3v2VUwZy6QvyXmVhYa3rH0U3XG5/F0WRsF+JfqV1Z+ub7GwHBwfxX7n9Tb6diCyQb6NKhfl4xn6l0O6L0r6L5WtbzkO6KfvapiIh5GNnjoX2mSvnN8IIvnHTH6ThVzdXV4xEEeHhyvuroEj07q+cMpBLf/in96liTY+1IIqk+ZNuuN79XUKKxCz7lZYiERO2uNwmt78NqmrEwdzmffAgMp2xXym0+2IpkkXxtS3nId2UfW1TkRAyP74XTcpn7jz6xkUiWN7pnpPQu7/zyHylb2RfwOxXC9Tu0kT+ke1uIb62FTykm7KvbSoSQvh+CmK6ioQs9fZdFF/bCh7SLf29NoQsXfjQNX0Bs1+xfelr2zj1T0VCCH3mEmN7cGa/Yvuy/qlICKHPXGISHpzZr9i+rH8qEkLoM5eYhAdn9iu2L+ufioQQQgghpgUVCSGEEEKoSAghhBBCqEgIIYQQYj6KpK9dTQghhBAyZ3iOhBBCCCG8akMIIYQQQkVCCCGEECoSQgghhBAqEmLZTI0M06OiGXvMZL9i+5pT+1pCPVOREAtlfHCAWsGM3yrCfsX2Ncv2Ne96piIhFnp2hBLBjN+8yn7F9jXj9jXjeqYiIZYIL9Ys1ul99iu2L9uX9UxFQsjPUBwsFuxXbF+2L+uZioQQUxxZhnq6G1TV7U2Ni16Skvz8O7cSQH5OjiHhHEmpSNi+rGcqEkLmc2QJPH7c1tbWzs7Oy2v/1ZiYqtLSOQ8TqvKymKjLhsd/lJq619HR08PD0cHh7JkzRstXL6UF+cmJiYcCAlAJhoRzJDXBftXW2GD7/mNvbx8cFJiacre/s8OY/YqKhPVMRULIR80ccdevYaNBVQ1Z4Ozs3NOmntvIkp+T7e7mZmDkl0+fuLi4iIlqsLurIC93ziParPJVJuriRb3KQy6cisSk+pVQJJWlJRAiha/zoHRv3bxpzH5FRcJ6piIhZB5mDlBRUiwGdGx3tjRHRkRANGCwuH7lirTWHOjqjI2OOuDl5bR376GAgJb6unezTnW1j7f3Pk/PXbt2YQOkJCUpxAd+vj4JcXG6Y41cvucjI9PupQQFBuInrKi61K3K+QJES09LhXV1dfFwdy8vKlRIf7aKpLe9DSFIFnMtyibKo5CvxSoSY/YrSZGIOGdOh50KDVXuVxfPn3v59KnYfnj/Pn5Szleh3S2qfSPCw+/cSgjw83Nycjp39mz3T3JzoccNKpL5UST0GkSfS6bj80du5khOTLSzsxN3dWBde+zokdrKiuL8N/v370u+nSjiPElPP3zoEMadoZ7ussKCjuYmcTtIX0d73qssDEPYABhQFOIPdndhDMp+8Vy3TuTyPX70KEYuBGIUwzj14kmmcr4AsxHC42/cwF+qy8rqqioV0p+tIsFMduLYMVV5WXNdbXhYGHJRzteSFYnR+pWmImmsUWFehIqdsV9BPortxPj4iPDTyvkqtLtFtS9Ugpura0FeLqo0wN//XnKScj3PS/tSkcyPIqHXIPpcMimfP1ozByb48LBT3gcPYlwQIwsUw+7du589zhBxMLX4+fqIbUTw8/XFXGvg2Ve98TE5YebAmKUVWSFfzBxYM4ntK9HRUZcuzXjWF8rgkL+/genPSpFgRYjy306Ih6gCWNihAEhcLl/LVCTG71dCkSCyh7s7JC+khmgU5X6lq0jk8lVud0tTJJfOnxfbaSkpwUGBRmhfKpJ5UCT0GkSfS6bm80dr5sBSL+vZs6rSUixHRKD6/ciOhY50z4ezs7PY7lK33rh6FatPrJAS4uKwrFEeWfTGR0YYuV491z5HopAvZo5HqfcNnDkkZXDz+nUD05+VIsESGekg8FpsrIR0Al83X8tUJMbvV0KR5Lx8UV1WhtY5eOBAb3vbjP3KcEWi3O6WpkhSU+6K7aI3rx0c9qCVF7p9qUjmQZHQaxB9Lpmazx+5s+sSA12ddnZ2kmLAohArXa2ndjEMYbx4nvlYCizIy3V1dZF7ylcrPkY0jDiG56swc8jlC2Vw9/btWe0XZEf05Uu6SWmFdzQ3YeTNzXqpd2d187XwqzZG61eaV22Q1yF/fyENFfINDQmWrjhcOBep3K+U293SFIn0gEzGwwdHDh82zrhBRfKxioTP6NPDgandPT7jzAGCAgOxxsVKpaW+LsDPD2tBEY7hXqw7+zs7Dnh5YT2quazZvXu31nOecvExbO11dCzJzxcDmTTKy+WroEj05iunDOTSF+S9ysLCWtc/im54SHAQ0lE3NIi7HQtf51GRLHq/0rqz9U12toODg2gjuXyTbyeiKZFIo0qFeXHGfqXQ7pamSLy89jfWqDpbW1AnEB/GGTeoSKhIqEgsUZE0VFf7+vg47d2LwQIjDsYd6dqwo4ODj7e3u5sb1pTSCXlBStIdP19fZ2dn6alLhfjpD9KQvpurq729fUR4uHK+CopEb75yykAufQGGv+tXrmBNhiJp/qQbjjkpNDgYK0IoFUgrzftaqEgWq19pKRIxcYrLbXL5NqiqEcfJyQmr+Uvnz8/YrxTa3dIUSWREBOoT+Pn6tDbUG23coCJZEEUSdfEiMAVvMwtaHtNUJPPiU8s8FIkyGGi07nIHPW1qjOOaT7UooxAfAw2WWbrnJPTmO4/MV/rdber66iqxmKO/CtPpV7Ntd2lC/ch2tyhFkvnoEZR6c12t8duXimSeFQla0cHBAWOxKXibWdDymKYimUefWuatSAi9X7NfsX3lFAnr2UwUSWx01MXz50zE24xuefR6o5LzDnTi2LGK4iLN1J5nPtY83WIePnl0MZ1a4v3CS4LxwQHznrEsvF9ZVPtei43Nz81hPZuDImltqHdwcKivrjIRbzO65dHrjUrOO9CZ02EpSXc0E7xwLjIxPn7eFcni1pIuplNLfKaaz3ibAvR0wPZlPS89RQJ1iTW96Xib0S2PXm9Uct6B0u6lhIedEneiCJWA6VnzNSXm4ZNHryIxkVqaAxNDg4YPAf2dHd3qVkg0MmcMv9dk6foCtuR+xfY1Tvsas56NX/+LoEjamxodHPZIPmQW3duM3vLo9UYl5x2oqrQUyaLz+fv6Hjt6BJ0GEkGz35iHTx69isREamlu4KAy5DR7T5uaeuJjwKA8q7svl64vYMvsV2xf47TvYtWzMet/ERRJ3LWrWg+YLa63Gb3l0fukpZx3ICTrtHdv+oO0uOvXToWGYuPokcMLcWfrItZS4eu85NuJkDumWUs8D0+W1vlt9iu2L+t/8RUJpitHB4fqsjJdRbIo3mbkyiPn+0HOOxCmWE8Pj5L8/Eep97Fx88b1BVIki+WTB3sEnSG9R9TUamkONNfVRl+6yHsV6QuY/Yrty/Y1kfo3tiKJv3Ej7ORJ3R1bLG8zcuWRm2vlvAOlJCW5uLggWZQcM/frV68WSJEslk+eWSkS49fSHCgtLHCwt+fznHwelf2K7cv2NZH6N6oiwUyJWVPrEdBF9DajUB7T8QplOj55zMx3lsWOLFCEaGJdn2zGpyQ//86tBJCfk2NIOGcswvalIpk3RdKlbtW9PrKI3mYUymOaHtIW1yePhYwsfR3tmo/7a/kFt7W1tbOz8/LafzUmRvc9MgvhM/eAl5ejhu++R6n3XVxc5pzvo9TUvY6Onh4eSPPsmTOL6/O3tCA/OTFRcnM+Yzj7lQn2K+G3Hh97e/vgoMDUlLuSPyTj9CvTb196JF967/5dRG8zJu7NxkR88pifzx+5kaW8uMhr/z7pjq1hfW8qaVBVYzp3dnbu+clJ3cL5zN3n6YmZQ3rq++H9+5AUc8v05dMnmHXEhDfY3aX56PUi+vzFQKlXeciFL1FFYq79SnqTDoRI4es8pKn5ZiUj9CvTb196JDctRUKvQbxn2wTvmVcYWaysrI4ePvz9+JjCu9MqSoqlV5otqM9cxLwSHY0QTFdaM8dsfeP6+fokxMXpVr5c+fX65FUoP0C09LRUWFdXFxSsvKhQIf3ZKhK9+6uQr6nNWGbZr7Te7XfmdJh0t5lc+S+eP/fy6VNJCeEn5fIrtPuSaF96JDctRTJbrzLmxLw8sW32tbcofgUwslhbW2+2sdHimw0brN5/MEYozBzJiYl2dnbibowF9ZmLMej/b+9sWpuIojD8R+sfSCKBumu6CN2qKMFFoSK0RFwYsF24rrVGxIXSiE1UtEIRWlRK8Q/4wsXLkJl7kokzmY888CzKJJk5M+f0nPdmOm/Vzh7v7bmeEp0cqbxxry4v1MuGRy/i1z8Uf6InrxG/e5xK2xWJPjIejb6cfjT2n1aRJJ6vcdyiJtZK1VVUkWgVriGnaTezruJ/EW/Eb+S9EvnFkbx0imR+V5k6PRaV4bq/rlevQO/FP79/aT0a5/nBgdrKjbW1y/Pz+OTQL3Dv/r3NTkd9wXWWvD1z3eRQ39fA0Et+cqT1xtWQ0/vVhqYOasSf6Mlrf3ssZbDV7c65/1SKJHS+oeMWNbFWra6cItF7tLaW5JXUcEmx6yrxGb3E+O28VyK/OJKXUZEAVIIP799pufPj+1ni/X4tHY4PD09PTvyj0Xl75rrJoR+09tLqxE+OtN64Clg/eCc9jxF/oifvTEXypN+fc/+pFEnofEPHLZvzXl3ryimS1y+PxqORPtXZ2HCP19l1Nb8isfNeifziSI4iAVjcAens86fQMxH+23VP3p65fnKo9d9stTSk3eRYwBtXnVGda/74jckRil9H3B8MUl0fndGjhzvxXU1tD51v6Lhlm1h1ravoXRvFvNXtOmloxH/3zm1/50JiyK4rO++VyC+O5CgSgGyYOTny9sz1k8N9AdtsNv39/rTeuGp/+qy2u4bou08ofkORJMYfUgah/TvevDrWwjrujxLfHjrfSiiSutbV1F+2vh0OW62W+2wo/meDpzqEgvk2mWi+zqwrI++VyC+O5CgSgOVNjlw9c6OTQ80iOjkW8MbVEkdx3lpfbzQaD3o9O35DkSTGH1IGof1f//v/qP3dXQWskKIvxbeHzreuiqQSdTWlSNwAdrfbQvF/nYz1nna7vdnp7Gxvz6wrI+9VUSQ4kqNIADLuLDZFeeam9cZVZ9FyLf6dRGL8GZLV/kvuBbyydZU2734w/2c8lVAkOJKjSACWOjkAL2DqivyWxGu7Eo7kKBKAxT1zAS9g6or84rWd3/VHkQDgmYsXMHVFfslv8dcfRQKA4zBewNQV+SW/xV9/FAkAjsN4AVNX5Jf8Fn/9USQAAABQPCgSAAAAQJEAAAAAoEgAAACgPork+ucFAAAAwMJko0gAAAAAlgOKBAAAAFAkAAAAACgSAAAAQJEAAAAAoEgAAAAARQIAAACAIgEAAAAUCQAAAACKBAAAAMrDXw81jL3SgZwYAAAAAElFTkSuQmCC)
* Routes automatically fetch relevant models/resources from the server.
* Uses this microlib for routing: <https://github.com/tildeio/router.js>
* And this one for parsing URLs: <https://github.com/tildeio/route-recognizer>

**Note:** Angular's routing should remain as flexible as possible, but it should be possible to build primitives that allow developers to write a mre opinionated API like Ember's on top.

Weaknesses:

* You can only nest resources. You can add other routes, but not inside of resources unless the nested route uses a resource.
* Route names are tied to Controller names (as far as I can tell). I think this is a good default, but it should not be required.
* APIs rely heavily on function context (the value of `this`)

## [Durandal](http://durandaljs.com/documentation/Using-The-Router.html)'s Router

Durandal is a JavaScript framework built on top of jQuery, Knockout and RequireJS. John Papa suggested that we take a look at it.

Interesting features:

* **Conventional Routing:** The router has a hook called mapUnknownRoutes which allows a developer to plug in custom code to govern the router's behavior when no route match is found. It can be used simply to swho a "not-found" view or a callback function can be supplied to allow the developer the capability to completely conventionally map route info to modules. You can also turn on a default convention which maps route paths to module paths (not really recommended of course.) See <http://durandaljs.com/documentation/Using-The-Router.html#handling-unknown-routes>
* **Route Guards:** At the router level there is a hook called guardRoute. Before any module is resolved to handle a route, this hook is invoked allowing a router-level security mechanism. This is often used to implement security. For example, the developer can store a list of roles as part of his route config object, then use that to allow/deny navigation at the router level before a controller is ever resolved. The guard callback can return a boolean or a redirect string. It can also return a promise for either.
* **Multi-Route:** As part of a route configuration, you can specify an array of route patterns that all map to the same module. It's mostly a convenience. ex. { route: ['', 'home'], moduleId: 'home' }
* **Navigation Model:** Each router can transform it's route config into a "navigation model" It's an array of route objects, ordered by config, augmented with proper hash info, etc. where each item knows if it is the active route or not (isActive flag). The idea being that you can easily databind the array to create a nav UI and easily style the active route. *Ex: building a menu at the top of your app.*
* **Child Routers:** Uses multiple router instances for nesting – Each router allows for complete encapsulation of a set of relative routes. The child router can generate it's own navigation model (suitable for use in a UI) and has an associated element (synonymous to ngView) where the child router's current view will be rendered.

Strengths:

* [API for reusing components when switching between routes](http://durandaljs.com/documentation/Using-The-Router.html#module-reuse); this is something ngRoute doesn't do – it instead reinstantiates controllers between states
* **Activators:** Each router maintains an internal "activator" which manages a simple state machine around the "active route". This allows each module to implement a series of callbacks which control flow into and out of states. The callbacks are:canActivate, activate, canDeactivate and deactivate. The can\* callbacks can return a boolean or promise of boolean. This allows the active module to cancel navigation away or to prevent navigation to itself. The can\* callbacks receive all the route parameter info to aid in decision making. The activate and deactivate callbacks can also return a promise to tell the router to "wait" until work is done before continuing with the navigation.
* **Composition:** The router "element" (synonymous to ngView) is just sugar on top of Durandal's view composition system. In essence, the router element simply databinds itself to the "activeRouter" property of the router. When the router changes its state, the element re-composes its view. In fact, in Durandal, you can accomplish this without any special router binding just by using and configuring the "compose" binding.
* **Declarative Config:** Routes are configured declaratively by passing an array of route objects to the router. Each route object is very simple. For example { route: 'home', moduleId: 'home/index' }. Under the covers the router uses the module system directly to obtain an instance of the module whenever the router pattern is matched. No "template" needs to be specified since Durandal can infer that from the module id. By default a module of "home/index" resolves to a module "home/index.js" and a corresponding view of "home/index.html" (In fact the underlying composition system does this which is what allows Durandal to locate a view template for "any" module...)

Weaknesses:

* The combination of child routers and activators is a bit tricky.

## [Passport](http://passportjs.org/) (middleware for Express)

Server-side middleware for express that attempts to normalize 3rd party authentication services:

app.post('/login', passport.authenticate('local', {  
 successRedirect: '/',  
 failureRedirect: '/login'  
}));

Passport provides a consistent API for accessing the data returned from an OAuth provider. There's also a plugin system for different authentication "strategies," like Twitter, G+, Facebook, email, etc.

It'd be nice to have a similar service for Angular that handles auth handshakes.

Use Cases / Features / Requirements

These cases especially highlight failings of the existing ngRoute.

## [Multiple ngViews](#heading=h.67t2io55nj34)

Right now, an Angular app can only contain a single ngView.
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When views are nested, the outer view captures some segment of the input, passing the rest to the inner ng-view.

## State-based Routing

The existing routing system uses a list of routes, starting from the first one provided, and continuing until it finds a match.

Being able to control the transitions between different states. For instance, being able to display a modal prompting a user to save before navigating from route with a form that's partially filled in.

In ngRoute, the only way to do this is by listening to route change events on $scope. You can put this logic in either a run block or a controller; it's not obvious where this responsibility should live.
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## Idioms for Authentication and Authorization

This isn't so much a feature ofthe router itself as it is a feature of the documentation. Developers have lots of questions about the "right" way to do this. We should have a few examples of who to do authentication and authorization. A service that abstracts oauth providers might also be useful.

## A way to preserve state of certain views

ngRoute 1.0 always destroys/recreates controllers/views when navigating between routes

See: <https://groups.google.com/forum/#!topic/angular/iWUUtTz-onE>

The discussion explicitly mentions a flag for each config, which might work. A hierarchical LRU cache for routes might also make sense.

# Detailed Design

Below is a diagram swhoing the different parts of the new routing system, followed by an explanation of the responsibilities of each part.Arrows indicate a dependency.
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## URL Resolver

In 1.x, this functionality lives in `src/ng/urlUtils.js`. [This can be its own microlib/service](https://github.com/btford/url-resolver.js).

## Location

Service to wrap browser APIs for consistency. API will be approximately the same as the $location service in Angular 1.0. This service should be packaged independently from the router.

## URL Matcher

Takes some token: `/:foo/:bar` and a URL and returns the parsed segments out of the URL. One of the challenges here is dealing with wildcards: `/foo\*/bar\*`; it's not obvious who much of the URL each part should match, and whether the wildcard does a greedy or non-greedy match. You can use regular expressions

## Route Resolver

The route resolver decides what route is active, and when and who to transition between routes. It responds to changes in the URL as well as to events sent from ngLink directives.

## Route Configuration

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |
|  |  |  |  |  |  |







* Don’t swho a user links they’re not authorized to visit
* Swho experimental features to certain users

## Summary

Good API boundaries mean that developers can replace or decorate these services to support more exotic routing configurations and use cases.

ngRoute 2.x makes no attempt at backwards compatibility like uiRoute does for ngRoute 1.x.

# Security Considerations

Location should be treated as untrusted user input. I don't think there's much else to say.

# Performance Considerations / Test Strategy

* Routing is not performance-critical for most applications. Testing should be relatively straightforward since the services that interface with browser location APIs will be separate from the services that resolve routes.

# Work Breakdown

I expect designing and revising the API to be the most significant part of the work. With the initial design work done, implementation should be relatively straightforward.

We need to Implement:

* URL resolver – this is done; we just have to pull it out of Angular 1.x
* Location service – we can start with the current $location implementation as a base, and rewrite it in ES6.
* Routing service – this needs to be totally redone
* Implement "view" component on top of the new compiler

I expect to iterate on the API design while building our representative app. A suggestion after reading.. keep the router barebones but extendable with module import. A state would be a component that has only a template, route, and controller functionality baked in. Hooks, data wrangling, and other features get added as needed just like the other ng2 modules.